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# 1.0 Main Game

## 1.1 Variables

Display \_gameDisplay;

GameState \_gameState;

Mesh meshShip;

Mesh meshRing;

Mesh meshRing2;

GameCamera myCamera;

Texture texture;

Texture texture2;

Texture texture3;

Shader shader;

int score;

int r1Direct;

int r2Direct;

Transform transform2 = Transform(glm::vec3(-30, -10, 90),

glm::vec3(90, 180, 0),

glm::vec3(0.2, 0.2, 0.2));

Transform transform3 = Transform(glm::vec3(30, -10, 90),

glm::vec3(90, 270, 0),

glm::vec3(0.03, 0.03, 0.03));

The \_gameDisplay variable will create the screen and the \_gameState variable will stare the current state of the game. The three Mesh variables meshShip, meshRing and meshRing2 will be used to create the three objects that will be in the game. myCamera is the camera that will be used to see the scene. The three textures texture, texture2 and texture3 will be used to store the textures for the models and apply them to their required model. The shader will be used to run the graphics pipeline to the GPU. The integer score will be used to keep track of the players score which will accumulate through each collision between the ship object and the two ring objects. The two integers r1Direct and r2Direct will be used when moving the rings along the X-axis. The Transforms transform2 and transform3 will be used to move, rotate and scale the two ring objects.

## 1.2 Methods

MainGame();

MainGame::MainGame()

{

\_gameState = GameState::PLAY;

Display\* \_gameDisplay = new Display();

Mesh\* meshRing();

Mesh\* meshShip();

Mesh\* meshRing2();

Texture\* texture();

Shader\* shader();

}

The MainGame constructor method which provides the initial value to \_gameState setting it to equal the state Play. MainGame also initialises \_gameDisplay, meshRing, meshring2, meshShip, texture and shader.

void run();

void MainGame::run()

{

score = 0;

r1Direct = 10;

r2Direct = -10;

transform.setTransform();

initSystems();

gameLoop();

}

The run method initialises score r1Direct and r2Direct setting them to 0, 10 and -10 respectively. transform.setTransform, initSystems and gameLoop are also called by run.

bool checkCollision(glm::vec3 m1Pos, float m1Rad, glm::vec3 m2Pos, float m2Rad, int ringNo);

bool MainGame::checkCollision(glm::vec3 m1Pos, float m1Rad, glm::vec3 m2Pos, float m2Rad, int ringNo)

{

float distSq = (

(m2Pos.x - m1Pos.x) \* (m2Pos.x - m1Pos.x) +

(m2Pos.y - m1Pos.y) \* (m2Pos.y - m1Pos.y) +

(m2Pos.z - m1Pos.z) \* (m2Pos.z - m1Pos.z)

);

if (distSq < (m1Rad \* m2Rad) \* (m1Rad \* m2Rad))

{

if (ringNo == 1)

{

score++;

cout << "Score: " << score << endl;

transform2 = Transform(glm::vec3(transform2.GetPos()->x + r1Direct, -10,

500), glm::vec3(90, 180, 0), glm::vec3(0.2, 0.2, 0.2));

}

if (ringNo == 2)

{…}

return true;

}

return false;

}

The checkCollisions method is used to determine whether or not two objects have collided with each other. This method takes in the positions and radii of the two objects that are being checked as well as a ring number to distinguish between the two rings being checked. The float distSq is used to determine the distance between the two objects being checked utilising the formula ![Distance d](data:image/png;base64,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). distSq is then checked to see if it is less than (radius1 multiplied by radius2)2 . If so then the two objects have collided. And then the ringNo is checked if it is 1 then the ship has collided with meshRing and if ringNo is 2 then the ship collided with meshRing2. The code following the check of ringNo is similar; the score is increased by 1 for meshRing and 2 for meshRing 2, a message to console is displayed and the ring the ship collided with is then moved to a new position. This method returns true if a collision occurred otherwise it returns false.

void initSystems();

void MainGame::initSystems()

{

\_gameDisplay.initDisplay();

meshShip.loadModel("..\\res\\Ship.obj");

texture.init("..\\res\\Ship.png");

shader.init("..\\res\\shader");

…

…

myCamera.initCamera(glm::vec3(0, 0, -5), 70.0f,

(float)\_gameDisplay.getWidth()/\_gameDisplay.getHeight(), 0.01f, 1000.0f);

}

The initSystems Method initialises the \_gameDisplay the three models and myCamera. \_gameDisplay.initDisplay is called to initialise the game display. The three models are initialised through the same process in the case of the ship meshShip.loadModel sets the mesh to a model that is loaded from file then the texture relating to the ship loads the appropriate texture from file and finally a new shader is initialised. This is repeated for meshRing using texture2 and MeshRing2 using texture3. myCamera.initCamera is then called to initialise the camera.

void gameLoop();

void MainGame::gameLoop()

{

while (\_gameState != GameState::EXIT)

{

processInput(); drawGame();

checkCollision(\*meshShip.SpherePos(), \*meshShip.sphereRadius(),

\*meshRing.SpherePos(), \*meshRing.sphereRadius(), 1);

checkCollision(\*meshShip.SpherePos(), \*meshShip.sphereRadius(), \*meshRing2.SpherePos(), \*meshRing2.sphereRadius(), 2);

if (transform2.GetPos()-> z < -10)

{

transform2 = Transform(glm::vec3(transform2.GetPos()->x + r1Direct, -10,

500), glm::vec3(90, 180, 0), glm::vec3(0.2, 0.2, 0.2));

}

else

{

transform2 = Transform(glm::vec3(transform2.GetPos()->x, -10, transform2.GetPos()->z - 0.5), glm::vec3(90, 180, 0), glm::vec3(0.2, 0.2, 0.2));

}

…

if (transform2.GetPos()->x > 30)

{

r1Direct = -10;

}

if (transform2.GetPos()->x < -30)

{

r1Direct = 10;

}

…

…

}

}

The gameLoop method runs each frame until the \_gameState is EXIT. This method calls the procesInput and drawGame methods each loop allowing for constant user input as well as allowing the display to be updated each frame. The checkCollision methods checking if ship collides with either of the ring objects is also called from this method. The remaining if statements are used to manipulate the positions of the ring objects. The first set of if statements checks if the Z position of transform2 or transform3 becomes less than -10 in which case they are moved further back in the Z-axis and slightly in the X-axis by adding the value of either r1Direct for transform2 or r2Direct for transform3. If those if statements conditions are not met then the two transforms are moved along the Z-axis by -0.5 for transform2 and -1 for transform3. The final set of if statements are used to keep the rings within the X- axis boundary of -30 and 30 by inverting r1Direct and r2Direct when they reach the boundary.

void processInput();

void MainGame::processInput()

{

SDL\_Event evnt;

while (SDL\_PollEvent(&evnt))

{

switch (evnt.type)

{

case SDL\_QUIT:

\_gameState = GameState::EXIT;

break;

case SDL\_KEYDOWN:

switch (evnt.key.keysym.sym)

{

case SDLK\_LEFT:

transform.transformObj(-0.5, 1);

break;

case SDLK\_RIGHT:

transform.transformObj(0.5, 3);

break;

}

break;

case SDL\_KEYUP:

switch (evnt.key.keysym.sym)

{

case SDLK\_LEFT:

transform.resetObjRot(0.5);

break;

case SDLK\_RIGHT:

transform.resetObjRot(-0.5);

break;

}

break;

}

}

}

The processInput method determines if the player inputs through the keyboard and checks if the player closes the game. SDL events are used to check if the player quits the game or presses the left or right arrow keys. If the event is quit then the game state is changed to EXIT. If the SDL\_KEYDOWN event is called then if the arrow key was pressed then transform.transformObj is called with values that are passed in will depending on if it was left or right arrow that was pressed. The SDL\_KEYUP event is called then the transform.resetObj is called with its passed in valued depending on the arrow key pressed.

void drawGame();

void MainGame::drawGame()

{

\_gameDisplay.clearDisplay(0.0f, 0.0f, 0.0f, 1.0f);

shader.Bind();

shader.Update(transform2, myCamera);

texture2.Bind(0);

meshRing.draw();

meshRing.UpdateSphere(\*transform2.GetPos() , 4.0f );

…

…

glEnableClientState(GL\_COLOR\_ARRAY);

glEnd();

\_gameDisplay.swapBuffer();

}

The draw game method is used to draw the models to the screen each time it is called. Firstly the display is cleared in order for the new models to be drawn in the place of the old ones. Then the shader is bound and then updated with the relevant transform and myCamera. The texture of the current model is then bound and the mesh is then drawn and the collision sphere for that model is updated. This process is done for each model that has to be drawn. Lastly glEnableClientState, glEnd and \_gameDisplay.swapBuffer are called.

# 2.0 Mesh

## 2.1 Variables

struct Vertex

{

glm::vec3 pos;

glm::vec2 texCoord; glm::vec3 normal;

};

pos is a Vector 3 that stores the positions of the vertices, tecCoord stores the texture coordinates for the vertices and normal stores the coordinates for the normals of the vertices.

struct Sphere

{

glm::vec3 pos;

float radius;

};

Pos is used to store the position of the sphere that is used for calculating the collisions between the objects. Radius uses to store the radius of the radius of the collision sphere.

class Mesh

{

enum

{

POSITION\_VERTEXBUFFER,

TEXCOORD\_VB,

NORMAL\_VB,

INDEX\_VB,

NUM\_BUFFERS

};

GLuint vertexArrayObject;

GLuint vertexArrayBuffers[NUM\_BUFFERS];

unsigned int drawCount;

Sphere meshSphere;

Transform transform;

};

The enumerator is used during the creation of the buffers. vertexArrayObject is used to store the object that will be drawn and vertexArrayBuffers is used to create an array of buffers. drawCount is used to determine how much of vertexArrayObject that will be drawn. meshSphere will be used to detect collisions and transform will be used to manipulate the position, rotation and scale of the ship model.

## 2.2 Methods

struct Vertex

{

Vertex(const glm::vec3& pos, const glm::vec2& texCoord)

{

this->pos = pos;

this->texCoord = texCoord;

this->normal = normal;

}

glm::vec3\* GetPos() { return &pos; }

glm::vec2\* GetTexCoord() { return &texCoord; }

glm::vec3\* GetNormal() { return &normal; }

};

The vertex constructor is used to set the values of pos, texCoord and normal of the vertex struct using the values passed in. the three getters return the values of pos, texCoord and normal of the vertices.

struct Sphere

{

Sphere();

Sphere(glm::vec3& pos, float& radius)

{

this->pos = pos;

this->radius = radius;

}

inline glm::vec3\* GetPos() { return &pos; }

inline float\* GetRadius() { return &radius; }

inline void SetPos(glm::vec3& pos) { this->pos = pos; } inline void SetRadius(float& radius) { this->radius = radius; }

};

The sphere constructors are used to initialise each sphere with one setting the values of pos and radius to the values that are passed in. the getters are used to retrieve the values of pos and radius whereas the setters are used to change them when they need to be updated.

Mesh();

Mesh::Mesh()

{

drawCount = NULL;

}

The Mesh constructor sets the draw count to null when called.

~Mesh();

Mesh::~Mesh()

{

glDeleteVertexArrays(1, &vertexArrayObject);

}

The Mesh destructor deletes the arrays when it is called.

void draw();

void Mesh::draw()

{

glBindVertexArray(vertexArrayObject);

glDrawElements(GL\_TRIANGLES, drawCount, GL\_UNSIGNED\_INT, 0);

glBindVertexArray(0);

}

The draw method will draw the model to the screen when called. It will first bint the vertex array object then draw the elements required and lastly the vertex array object will be unbound.

void initModel(const IndexedModel& model);

void Mesh::initModel(const IndexedModel& model)

{

drawCount = model.indices.size();

glGenVertexArrays(1, &vertexArrayObject); glBindVertexArray(vertexArrayObject);

glGenBuffers(NUM\_BUFFERS, vertexArrayBuffers);

glBindBuffer(GL\_ARRAY\_BUFFER, vertexArrayBuffers[POSITION\_VERTEXBUFFER]);

glBufferData(GL\_ARRAY\_BUFFER, model.positions.size() \* sizeof(model.positions[0]),

&model.positions[0], GL\_STATIC\_DRAW);

glEnableVertexAttribArray(0);

glVertexAttribPointer(0, 3, GL\_FLOAT, GL\_FALSE, 0, 0);

…

…

glBindBuffer(GL\_ELEMENT\_ARRAY\_BUFFER, vertexArrayBuffers[INDEX\_VB]);

glBufferData(GL\_ELEMENT\_ARRAY\_BUFFER, model.indices.size() \*

sizeof(model.indices[0]), &model.indices[0], GL\_STATIC\_DRAW);

glBindVertexArray(0);

SpherePos(); sphereRadius();

}

The initModel method is used to initialise the mesh and the buffers that will be created. Firstly drawCount is set the amount of indices the model contains. Then a vertex array is created and stored in the vertexArrayObject then the VAO is bound. Three buffers are then generated using the same method but with altered values: position, texCoord and normal. The buffer is first bound followed by the data being moved to the GPU. The attributes are then filled lastly an array of attribute data is created. A buffer for the indices is bound and the data moved to the GPU. Once that has been completed the VAO is unbound. Spherepos and Sphere radius are then called to initialise the position and radius of the models collision sphere.

void loadModel(const std::string& filename);

void Mesh::loadModel(const std::string& filename)

{

IndexedModel model = OBJModel(filename).ToIndexedModel();

initModel(model);

}

The loadModel method creates an IndexedModel named model which is set to a model in the file using the filename passed into the method. The initModel method is then called with model being passed in.

glm::vec3\* SpherePos(){return this -> meshSphere.GetPos();} float\* sphereRadius() { return this -> meshSphere.GetRadius(); }

spherePos and sphereRadius are used to obtain the position and radius of the collision sphere by returning the output of meshShere.GetPos and meshSphere.GetRadius respectively.

void UpdateSphere(glm::vec3& pos, float radius);

void Mesh::UpdateSphere(glm::vec3 & pos, float radius)

{

meshSphere.SetPos(pos);

meshSphere.SetRadius(radius);

}

The UpdateSphere method is used to alter the position and radius of the collision sphere when it is called. meshSphere.SetPos and meshSphere.SetRadius are called to changes the values of position and radius for the collision sphere of the required model. The values pos and radius that are passed in are used for the alterations.

# 3.0 Transform

## 3.1 Variables

glm::vec3 pos;

glm::vec3 rot;

glm::vec3 scale;

int currentDirection;

float counter;

float decreaseCounter;

bool canGoBack;

The three vector3 variables are used to store the position, rotation and scale of the object. The integer currentDirection is used to identify the direction the ship is moving. The floats counter and decrease counter are used for the movement of the ship and the rotation while moving. The Boolean canGoBack is used when moveing the ship away from the border.

## 3.2 Methods

Transform(const glm::vec3& pos = glm::vec3(), const glm::vec3& rot = glm::vec3(), const glm::vec3& scale = glm::vec3(1.0f, 1.0f, 1.0f))

{

this->pos = pos;

this->rot = rot;

this->scale = scale;

}

The transform constructor is used to set the values of pos, rot and scale using the values that are passed into the method.

inline glm::mat4 GetModel() const

{

glm::mat4 posMat = glm::translate(pos);

glm::mat4 scaleMat = glm::scale(scale);

glm::mat4 rotX = glm::rotate(rot.x, glm::vec3(1.0, 0.0, 0.0));

glm::mat4 rotY = glm::rotate(rot.y, glm::vec3(0.0, 1.0, 0.0));

glm::mat4 rotZ = glm::rotate(rot.z, glm::vec3(0.0, 0.0, 1.0));

glm::mat4 rotMat = rotX \* rotY \* rotZ;

return posMat \* rotMat \* scaleMat;

}

The GetModel method is used to create a 4 dimensional matrix that will be used to move models in the scene. The movement matrix is created by returning the result of three matrices multiplied together. These matrices are a position matrix, a rotation matrix and a scalar matrix.

inline glm::vec3\* GetPos() { return &pos; }

inline glm::vec3\* GetRot() { return &rot; }

inline glm::vec3\* GetScale() { return &scale; }

inline void SetPos(glm::vec3& pos) { this->pos = pos; }

inline void SetRot(glm::vec3& rot) { this->rot = rot; }

inline void SetScale(glm::vec3& scale) { this->scale = scale; }

The three getter methods return the values of the transforms position, rotation and scale whereas the three setters are used to alter the three values with the required new values.

void transformObj(float inputPos, int direction);

void Transform::transformObj(float inputPos, int direction)

{

if (direction != currentDirection)

{

decreaseCounter = counter;

currentDirection = direction;

counter = 0;

canGoBack = true;

}

else

{

canGoBack = false;

}

if (transform.pos.x > -25 && transform.pos.x < 25)

{

if (counter > 0)

{

transform.SetPos(glm::vec3(inputPos \* 25 \* decreaseCounter, -15.0, 32.5));

decreaseCounter -= 0.1;

}

}

else if(canGoBack)

{

transform.SetPos(glm::vec3(transform.pos.x - inputPos, -15.0, 32.5));

}

if (transform.rot.z >-0.5 && transform.rot.z < 0.5)

{

transform.SetRot(glm::vec3(0.0, 0.0, inputPos\*counter));

counter = counter + 0.1;

}

transform.SetScale(glm::vec3(sinf(0.5), sinf(0.5), sinf(0.5)));

}

The transformObj method is used to move and rotate the ship object. The first if statement is used to determine if the object is will be moving in the same direction. If not then; decreaseCounter will be set to the current value of counter, currentDirection will be set to direction, counter will be set to zero and canGoBack will be set to true. If the direction is the same as currentDirection then canGoBack will be set to false. The second if statement is used to constrain the ship to between the X-axis values of -25 and 25. If the ship is within these bounds, then a new if counter will check if counter is greater than 0 if so then the ship will be moved in the X-axis by inputPos multiplied by 25 multiplied by decreaseCounter and then 0.1 will be subtracted from decreaseCounter. If the ship is out of bounds then a check will occur to see if canGoBack is true, if so the ship will be moved by – inputPos. The next if statement will check if the objects Z-axis rotation is within the bounds of -0.5 and 0.5, if this is the case then the ship will be rotates in the Z-axis by inputPos multiplied by counter. Counter is then increased by 0.1. finally the scale of the ship is set.

void resetObjRot(float inputPos);

void Transform::resetObjRot(float inputPos)

{

if (transform.rot.z != 0)

{

transform.SetRot(glm::vec3(0.0, 0.0, 0.0));

}

}

The resetObjRot method resets the rotation of the object if the rotation of the ship in the

Z-axis does not equal zero.

void setTransform();

void Transform::setTransform()

{

transform.SetPos(glm::vec3(0.0, -15.0, 32.5));

transform.SetRot(glm::vec3(0.0, 0.0, 0.0));

transform.SetScale(glm::vec3(sinf(0.5), sinf(0.5), sinf(0.5)));

}

The setTransform method is used to initialise the ship object to its required starting position, rotation and scale.